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Abstract. Managing and storing data are crucial tasks for any industry, since they require accurate and secure record-keeping. Using blockchain technology has significantly increased recently due to its capability to address some of the challenges that come with traditional data storage and management systems. In this paper, we will explore the use of Ethereum smart contracts powered by the Solidity programming language using AES-CMAC.

1. Introduction

Blockchain is a decentralized, immutable, and transparent ledger that is used to store information securely and in a tamper-proof manner. This is based on a network of nodes which collectively maintain the integrity of the data stored. Using blockchain has many benefits like improving data privacy, reducing data breaches, enhancing data interoperability, and enabling secure data sharing between users.

Ethereum is a blockchain platform which enables creating and deploying smart contracts. Smart contracts are self-executing contracts which can be automatically executed when certain constraints are satisfied. Smart contracts enable creating decentralized applications operating autonomously without intermediaries. Smart contracts over Ethereum are written using Solidity programming language.

Fig. 1. Ethereum procedure

Figure 1 gives a diagrammatic view of the procedure of Ethereum.

*Kunika Mathur: kannulpal051101@gmail.com

© The Authors, published by EDP Sciences. This is an open access article distributed under the terms of the Creative Commons Attribution License 4.0 (https://creativecommons.org/licenses/by/4.0/).
2. Related work

Blockchain is a shared ledger technology which can be used to transfer bitcoins. It also finds use in various other domains such as e-voting system, government, health care etc. The security of transactions is a major concern these days. The blockchain network comes with full-fledged security features and hence are being applied everywhere.[1] One field where blockchain technology has tremendous potential is healthcare, due to the need for a more patient-centric approach to healthcare systems and to connect disparate systems and increase the accuracy of electronic healthcare records (EHRs). In one systematic review, a state-of-the-art blockchain research in the field of healthcare is analysed. The findings show that blockchain technology research in healthcare is increasing and it is mostly used for data sharing, managing health records and access control. Most research is aimed at presenting novel structural designs in the form of frameworks, architectures or models.[2] As blockchain was firstly used for Bitcoin, ongoing research is extended to its non-financial applications.[3] This paper deals with the Ethereum Blockchain and the use of AES-CMAC instead of hashing to check the integrity of the data.

3. Methodology

3.1 Blockchain

Blockchain and distributed ledger technologies are similar in that they both rely on decentralized networks to maintain the integrity of data, while databases are typically centralized or distributed in nature. Blockchain and distributed ledger technologies provide a higher level of security due to their use of cryptographic algorithms, while databases rely on access control mechanisms. Table 1 provides a clearer comparison of blockchain, distributed ledger and database.

<table>
<thead>
<tr>
<th>Feature</th>
<th>Blockchain</th>
<th>Distributed Ledger</th>
<th>Database</th>
</tr>
</thead>
<tbody>
<tr>
<td>Data Distribution</td>
<td>Decentralized</td>
<td>Decentralized</td>
<td>Centralized or Distributed</td>
</tr>
<tr>
<td>Data Immutability</td>
<td>Immutable</td>
<td>Immutable</td>
<td>Mutable</td>
</tr>
<tr>
<td>Data Access</td>
<td>Public or Private</td>
<td>Public or Private</td>
<td>Private or Public</td>
</tr>
<tr>
<td>Consensus</td>
<td>Proof of Work, Proof of Stake, or other consensus algorithms</td>
<td>Various consensus algorithms, including those used in blockchains</td>
<td>Consensus mechanisms that depend on the type of database</td>
</tr>
</tbody>
</table>
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<td>Proof of Work, Proof of Stake, or other consensus algorithms</td>
<td>Various consensus algorithms, including those used in blockchains</td>
<td>Consensus mechanisms that depend on the type of database</td>
</tr>
<tr>
<td>Trust</td>
<td>Trustless system</td>
<td>Trusted network</td>
<td>Requires trust between parties involved</td>
</tr>
<tr>
<td>Security</td>
<td>High security due to cryptographic algorithms used</td>
<td>High security due to distributed nature and cryptographic algorithms</td>
<td>Relies on access control mechanisms, vulnerable to cyberattacks</td>
</tr>
<tr>
<td>Use Cases</td>
<td>Cryptocurrency transactions, supply chain management, smart contracts</td>
<td>Supply chain management, digital identity, voting systems</td>
<td>Data management, enterprise resource planning (ERP), customer relationship management (CRM)</td>
</tr>
</tbody>
</table>

Fig. 2. Ethereum price chart

The above figure (fig. 2) shows the increase in the price of Ethereum which shows its increasing popularity.

In this paper we implement Ethereum with smart contracts and metamask plugin along with AES-CMAC in place of hashing. Using AES-CMAC in Ethereum blockchain can provide an additional layer of security to the transactions being executed on the blockchain. It can help in preventing unauthorized access and tampering of data on the blockchain. By using smart contracts, the execution of AES-CMAC can be automated, making the process more efficient and secure. Metamask can be used to interact with the smart contract, making it easier for users to execute the AES-CMAC algorithm on the blockchain. We will look into these in detail in the following sections.

3.2 Storing Information using Ethereum Smart Contracts

---
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Storing information on a blockchain-powered by Ethereum smart contracts will provide many advantages like data privacy, security, and transparency. Using smart contracts will enable creating a decentralized system which eliminates the need for intermediaries, hence reducing risk of data breaches and unauthorized access. The storage of information on the Ethereum blockchain involves the following steps:

1. **Data Encryption**: Before data is stored on the blockchain, we encrypt it using a strong encryption algorithm which will ensure the privacy and security of data. The encryption key is then stored off-chain and will be accessible only to those that are authorized.

2. **Smart Contract Creation**: A smart contract is created using Solidity. The smart contract will define the rules and conditions that are required to store and access user information.

3. **Data Storage**: The encrypted user information is then stored on Ethereum blockchain using smart contract. This ensures that only those that are authorized are able to access the information.

4. **Data Retrieval**: Those that are authorized can then retrieve user information from the blockchain through the appropriate methods of the smart contract. The smart contract will verify the identity of those requesting the information and will ensure that they have the permissions required to access the data.

   Figure 3 provides a brief overview of the working of a smart contract.

![Fig. 3. Working of a smart contract](image)

**3.3 Metamask**

Metamask is a cryptocurrency wallet to interact with the Ethereum blockchain. Once installed, Metamask provides users with a unique Ethereum address that they can use to receive and send Ethereum. It is also used to interact with decentralized apps that are built on Ethereum blockchain.

*Kunika Mathur: kannulpal051101@gmail.com*
Storing information on a blockchain powered by Ethereum smart contracts will provide many advantages like data privacy, security, and transparency. Using smart contracts will enable creating a decentralized system which eliminates the need for intermediaries, hence reducing risk of data breaches and unauthorized access.

The storage of information on the Ethereum blockchain involves the following steps:

1. **Data Encryption**: Before data is stored on the blockchain, we encrypt it using a strong encryption algorithm which will ensure the privacy and security of data. The encryption key is then stored off-chain and will be accessible only to those that are authorized.

2. **Smart Contract Creation**: A smart contract is created using Solidity. The smart contract will define the rules and conditions that are required to store and access user information.

3. **Data Storage**: The encrypted user information is then stored on Ethereum blockchain using smart contract. This ensures that only those that are authorized are able to access the information.

4. **Data Retrieval**: Those that are authorized can then retrieve user information from the blockchain through the appropriate methods of the smart contract. The smart contract will verify the identity of those requesting the information and will ensure that they have the permissions required to access the data.

Figure 3 provides a brief overview of the working of a smart contract.

### 3.4 AES-CMAC

AES-CMAC is a cryptographic algorithm that is used for message authentication. It is based on the Advanced Encryption Standard (AES) block cipher and helps to provide a secure way that verifies the authenticity of a message or data. It can be used instead of hashing to maintain and check data integrity. The AES-CMAC algorithm is as below:

**AES-CMAC Algorithm:**

**Input:** Message to be authenticated (M), Secret key (K), Block size of the cipher (n)

**Output:** Authentication tag (T)

1. If the length of the message is less than n bytes, append a single "1" bit and pad the message with "0" bits until it reaches n bytes. If the length of the message is equal to n bytes, append a single "1" bit and pad the message with a block of "0" bits.
2. Divide the padded message into n-byte blocks, where the last block may need to be padded with "0" bits to reach n bytes.
3. Generate two subkeys: K1 and K2, by encrypting a block of all zeros with the secret key using the AES cipher.
4. Initialize a block of all zeros as the initial MAC value, M0.
5. For each block of the message, XOR it with the current MAC value, Mi-1, and encrypt the result using the secret key and the AES cipher to generate a new MAC value, Mi.
6. If the last block of the message is complete (i.e., n bytes), XOR it with K1; otherwise, XOR it with the last n bytes of K2, which is generated by encrypting K1 with the AES cipher.

To transfer Ethereum using Metamask, you can click on the "Send" button in Metamask, enter the receiver's Ethereum address, and specify the amount you want to send. Figure 4 shows how Metamask acts as a link between users and Ethereum.

![Metamask block chain](image)

**Fig. 4. Metamask block chain**
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7. XOR the final MAC value, \(M_n\), with \(K_1\) to obtain the final authentication tag, \(T\).

The authentication tag generated by the above algorithm is verified using the MAC verification algorithm.

4. Result

The MAC verification algorithm is used to ensure the authenticity of a message by comparing the computed MAC of the message with the given authentication tag.

MAC verification Algorithm:
Input: Message to be authenticated (\(M\)), Authentication tag (\(T\)), Secret key (\(K\)), MAC generation algorithm (\(\text{MAC}_\text{gen}\))
Output: Authenticity of the message

1) Compute the MAC of the message using the secret key and the MAC generation algorithm, and compare it to the given authentication tag.
2) If the computed MAC matches the given authentication tag, then the message is authentic; otherwise, the message has been tampered with and should be rejected.

The MAC generation algorithm used for verification must be the same as the one we use for generating the authentication tag. It is also important to make sure that the secret key is kept secure and is not disclosed to any unauthorized parties.

Table 2 below discusses the differences between AES-CMAC and hashing in terms of their purpose, key requirement, security, input and output sizes, performance, and applications.

Table 2. AES-CMAC vs hashing

<table>
<thead>
<tr>
<th>Criteria</th>
<th>AES-CMAC</th>
<th>Hashing</th>
</tr>
</thead>
<tbody>
<tr>
<td>Purpose</td>
<td>Message authentication code (MAC)</td>
<td>One-way data integrity check</td>
</tr>
<tr>
<td>Key requirement</td>
<td>Requires a secret key for generation and verification of MAC</td>
<td>No key is required</td>
</tr>
<tr>
<td>Security</td>
<td>Provides strong security against message forgery and tampering</td>
<td>Vulnerable to collision attacks</td>
</tr>
<tr>
<td>Input size</td>
<td>Can handle input of any length</td>
<td>Typically limited to a fixed input size</td>
</tr>
<tr>
<td>Output size</td>
<td>Fixed output size (typically 128 bits)</td>
<td>Variable output size</td>
</tr>
</tbody>
</table>
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</tr>
<tr>
<td><strong>Applications</strong></td>
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</table>

Next we compare AES-Hash and AES-CMAC algorithms in detail and compares their performance in terms of execution time using Python.

![AES-CMAC performance](image)

**Fig. 5. AES-CMAC performance**

![AES-Hash performance](image)

**Fig. 6. AES-Hash performance**
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The plot in fig. 5 shows how the time taken by the aes-cmac algorithm and the plot in fig. 6
shows how the time taken by the aes-hash algorithm as the input message size grows. The
aes-hash algorithm is as below:

AES-Hash Algorithm:
Inputs: message (a byte string containing the message to be hashed), key (a byte string
containing the secret key for the hash function)
Outputs: hash value (a byte string containing the hash of the message)

1. Pad the message to a multiple of 128 bits with the bit string 100...0, followed by the
minimum number of zero bits such that the length of the padded message is
congruent to 112 modulo 128.
2. Split the padded message into 128-bit blocks.
3. Initialize an empty byte string hash_value.
4. For each block in the padded message, encrypt the block using the AES block cipher
in ECB mode with the secret key.
5. XOR the resulting ciphertext with the previous hash value, if one exists. If there is
no previous hash value, set the hash value to the ciphertext.
6. Return the final hash value as the output.

On implementing these functions in python with input size in bytes, we see that the execution
time for the AES-CMAC is more consistent and lesser than AES-hash. Hence, we can infer
that the AES-CMAC is more efficient. Furthermore, we also compare the performance of
AES-CMAC with Ethereum and Hyperledger blockchain.

From fig. 7, we see that expected performance for Ethereum blockchain using AES-CMAC
is similar compared to usual Ethereum blockchain. But, AES-CMAC is advantageous as it
provides more security compared to the regular hashing. The main use for AES-CMAC is to
provide the integrity and authenticity for data that is transmitted. It can be used to make sure
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that a message has not been modified during its transmission. Therefore, AES-CMAC can be reliable along with being an efficient way to make sure that the data’s integrity as well as authenticity is maintained, which is essential in blockchain and hence AES-CMAC can be used in a manner similar to hashing.

5. Conclusion

Using blockchain technology powered by Ethereum smart contracts provides several advantages to store information. Being decentralized and having a secure nature, blockchain provides an efficient and reliable system to store and manage information. Using smart contracts eliminates the need for intermediaries, hence reducing the risk of data breaches and unauthorized access. Also, the use of AES-CMAC provides extra security. Hence, implementing such a system will provide a secure and efficient system to store and access information.
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