Training of highly qualified specialists in the field of software development: problems and solutions in higher educational institutions of Ecuador
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Abstract. The article presented analyses the difficulties faced by a teacher in the Software Development program and the tools they can use to improve the effectiveness of the teaching process. The author separates algorithmic thinking from software development technology. It is noted that the problem of teaching how to develop software is associated with the understanding of the subject area. The second part of the article examines the teacher's options when choosing ways to improve the quality of education in the Software Development career. The question of choosing a programming language is analyzed. And, programming environments that have little influence on the learning process and outcome are considered. The authors focus on the interaction between “teacher and student” and the importance of a technique in teaching such as automating the verification of tasks completed by students.

1 Introduction

According to many experts, the growing demand for Software Development technologists in Ecuador can last up to 10 years or more. To increase market saturation with technologists in this branch, Higher Education Institutions have developed a series of measures. In particular, they have proposed creating technical training programs in Software Development. For its part, the Government of Ecuador has implemented the "TEC and Fortalécete 2023 Scholarship Programs", in order for students to take software development as a second career or a complementary career to meet the demand of the country and region [1, 23]. This means that there are similar training programs throughout the country, both in universities and institutes. By 2023, the number of budgetary places in universities with specialties related to technology in Software Development has increased significantly.

The training of technologists in the field of Software Development also occurs in large companies that themselves provide training in the disciplines they need.

Of course, the training of technologists in the field of Software Development are important tools that produce certain results. But it must be taken into account that training can be presented in the form of a black box, where at the entrance are those who will be
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trained and at the exit those who are already trained. Both the quantity and quality of trained people may not always meet the required requirements. What and how to teach in the field of programming is becoming one of the most important problems in the training of modern technologists in the field of information technologies [2]. For future professionals, this poses a special challenge: mastering technology is not always the main learning issue. Many times the difficulty lies in the fact that the student does not fully understand the logic of the computer (executor) during the execution of the program, and in this case writing his own programs becomes an insurmountable obstacle for him.

In this article, we will look at some of the difficulties of teaching Software Development in higher education. Characteristics of students' perception of the programming process, the program execution process, as well as the software debugging and testing processes [3]. We will discuss possible approaches to improve the effectiveness of teaching programming.

2 Learning difficulties for a software developer student

Training in software development is always carried out in two directions: algorithmic thinking and technology. Technology refers to a whole set of tools: a development environment, a programming language, libraries and interaction with the operating system, debugging tools and code analysis. By algorithmic thinking we mean the ability to build a sequence of actions, the implementation of which will lead to a certain goal. Of course, people constantly build such sequences throughout our lives to achieve goals. The thing, however, is that the average person builds life algorithms based on logic, intuition, emotional choice, etc [4].

A software development student is faced with the fact that he needs to change the way he creates or edits such algorithms. First of all, in this case the algorithm must unambiguously lead to the achievement of the goal. Second, the algorithm is done by a computer, not a person. These problems are unknown to professional programmers, but for a student they can become a serious obstacle [5].

It is important to see the boundary between an algorithm and a programming language. Let's give two examples [6].

Example 1: Assigning a value to a variable is an element of the algorithm. But in different languages such an assignment can be done in different ways, even in several ways. For example, in C language, and a = 50; and a = b = 50; and int a = 50; gives the same result, but everything is an assignment to a variable [7].

Example 2. Searching for a simple element in an array in a programming language can be implemented in different ways: various loops, search functions, methods of the array object.

For a professional developer, this element is revealed only at the stage of writing the program. This example is interesting because as programming skills develop, certain algorithms begin to “collapse” for the student, becoming a simple element that “unfolds” only when the program is written. For a beginner developer, the search algorithm itself may present some difficulty, not to mention the possibility of writing it within a given programming language in different ways [8].

The analysis in this article identifies three types of typical errors made by software development students, directly related to understanding how a computer works.

Concurrency errors. The student assumes that the computer perceives the program as a whole, regardless of which line of the program is currently running [9,10].

Errors of intentionality (direction). The student draws erroneous conclusions about the future actions of the computer based not on the entire program, but only on a fragment of it. The student does not correctly interpret the meaning of the rest of the program.
Errors of egocentrism. The student mistakenly believes that the computer is somehow capable of “understanding” the objectives of the program. This is usually expressed in the fact that the student skips some important elements (conditions, cycles), believing that the computer itself will reproduce these elements.

Software development encompasses several types of activities: writing a program, testing, and debugging. Testing, as a process of checking whether a program meets a set of certain requirements, is often reduced in universities to an automatic testing of the program by comparing it with predetermined tests. This approach, which has been increasingly used in recent years, is undoubtedly an important method to improve the quality of programming education. But this misses an important link in learning: the student is not involved in developing the test material for the task. At the same time, if the student has access to a set of tests, then a gap arises between the conditions of the task and the program that it is developing [11,12].

The program debugging mentioned above is closely related to understanding the program text. The main task of debugging is to locate errors in the program. Very often, novice developers solve the problem assigned to them, which is directly related to programming, but find themselves absolutely helpless before the problem of finding and understanding bugs.

Some authors maintain that even experienced programmers often have certain deficiencies in debugging [13,14]. That said, those who are good at debugging tend to be good programmers. This phenomenon can only be explained by the fact that writing a program and understanding the program text do not always go in parallel. Why is this happening? At least four reasons can be given:

1. When writing a program, a developer usually uses ready-made templates. It does not matter whether he inserts a ready-made fragment into his program or whether this template is, in fact, taken from his memory.
2. This may seem surprising, but very often a developer uses intuition when writing, based on the experience he already has in the field of programming. The result of this approach essentially boils down to the result of point 1.
3. If the program is large enough, then the meanings of individual lines, fragments and structures may, after a while, not be entirely clear to the programmer, since they were integrated into some general logic that was created in the process program writing. Some components of this logic are lost after some time.
4. Programming languages (their implementations) have a large number of features that can only be extracted from a good reference manual. None of the programmers (and especially the students) checks every element (operator, function) that he uses with the reference book. The error may arise simply due to the fact that some feature of the programming language was omitted.

Another important problem that arises in the teaching of the software development program in higher education is the inequality in the training of students. Recently, schoolchildren receive programming training as part of their secondary education or additional training courses. These students, far from being the best students, are significantly superior to their peers in programming subjects. This is an interesting phenomenon that is occurring with increasing frequency in our higher education institutions and apparently requires a new approach.

An important problem is raised in this article. The question arises, what is associated with a person's ability to master a discipline such as software development? In particular, they talk about a weak connection with general education and the level of intellectual development. Authors of the works consulted believe that the predisposition (or lack of predisposition) to activities such as programming is inherent in some people from the beginning. This controversial statement, however, does not eliminate the issue of career guidance. In particular, additional school education, project activities in schools, a system of competitions
There is a group of problems associated with mastering specific programming elements. For example, variables, assignments, conditionals, select statements, loops, complex structures.

There are large and complex sections in programming, such as window applications, network programming, web programming, mobile device programming, microcontroller programming [16]. The problem here lies precisely in algorithmic thinking and understanding how the program works. In other words, the student does not always understand the topic area she addresses when solving a problem. Often the problem for a modern student stems from the ability to read and understand texts.

3 Methodology and possible solutions

In this research, qualitative methodologies were used focused on obtaining information on the experiences and perceptions of the participants that are of interest to the research. Below we will discuss approaches that can be used to improve the effectiveness of teaching programming.

3.1 Programming languages

Does language choice affect mastery of basic programming concepts? This question is discussed very often. But upon closer examination, it turns out that the choice of programming language is linked not so much to the ability to develop and write algorithms, but to other aspects. Let's list them.

a. There are simple and difficult programming languages to learn. For programming beginners, you should choose a language that is easy to learn. Very often lately, especially in school education, Python is chosen as such a language. In fact, there are simpler programming languages created specifically for learning. [17,18] But the question always arises: is learning to program just about learning a language? A writing classification algorithm (any) for all languages will have approximately the same difficulty in understanding the student.

b. Another argument used to justify the choice of a programming language is related to the strictness of the language rules. In particular, we are talking about strict typing of variables. Among some experts in the field of programming there is an opinion that the first language should be a simple language and at the same time subject to strict rules, such as strict typing or a strict program structure. Among these languages is in particular Pascal, which until recently was very popular in school computer courses.

c. This argument is also sometimes found, especially in Internet articles. It is not about using special educational languages, but about immediately choosing an industrial programming language, that is, the language in which the software is created. And in this case, the Pascal language is viewed with some caution, since according to many (although it is generally a wrong opinion), it has not been used in real development for a long time.

d. This argument can be seen in various Internet articles about programming. This reasoning is based on the popularity of programming languages among employers. There are special sites that collect information about the popularity of programming languages.

Concluding the question of choosing a programming language for training, we will refer to the opinions of the leaders of software development groups, the essence of which boils...
down to the fact that knowledge of a specific programming language is not yet the main professional competence. Therefore, a programming language is unlikely to facilitate the task of developing algorithmic thinking in students, but it can develop in the student interest and certain skills related to writing professional programs.

### 3.2 Programming environment

How important is the programming environment in learning? And here, as in the case of programming languages, it is often argued that the most developed environment is needed, with the possibility of intelligent suggestions, running a program directly from the editor and all the debugging tools. Let's express a series of considerations:

1. An environment that frees the learner from some of the work of writing language items by suggesting possible options first partially creates a gap in professional skills; Second, it frees the student from responsibility for what is written, which can actually complicate the program debugging process.
2. The development environment creates a certain barrier between the programmer and the execution environment. After all, the real execution environment is the operating system. We will return to this quote below when we talk about student motivation.

In our opinion, working in programming environments such as Eclipse, PyCharm, NetBeans, etc. It is interesting from the point of view of familiarizing future specialists with professional development tools with which they may have to work in the future. This is where the benefit of choosing a development environment essentially ends [19].

Since we are talking about basic programming training, we will not stop at a tool as well-known as visual programming. This tool is undoubtedly good for creating windowed applications, but, in essence, it is based on basic algorithmic programming skills, as well as such an important paradigm as object-oriented programming [20].

### 3.3 Motivation

Motivation has always been considered the most important component in learning to program or develop software. Let's consider several of its important components (motives) in relation to teaching programming [21].

1. Probably the most important reason for learning to program is the desire to become a professional programmer. A programmer (software developer) in our country is quite well off financially and, at the very least, can always find a job [22]. And if we take into account the digitalization processes that are being developed in Ecuador, the prospects for future programmers increase significantly. Additionally, there are prospects of working in international corporations, which is an important factor for some students.
2. Let us also highlight a reason, which I would separate from the reason indicated above. An important factor is belonging to the community of professional programmers, as a certain segment of society that is not directly related to salary level.
3. This type of motivation occurs quite frequently, but is not predominant. You can call it: pleasure of the programming process. In the article we consider only activities related to the programming process, but in reality this motive is associated with a more general motive: the pleasure of intellectual activity. One way to develop such motivation is to complete tasks related to elements of the research. For example, a student must write a program when she is evidently unaware of some of the technologies she will need to use.
4. This reason must be separated from reason number 3. We would call it “expectation of the new.” It always happens to some students when they start learning a new programming language, new technology or paradigm. And in this sense, it seems to us, we should not focus on a programming language or a paradigm. A golden mean is needed. If the basic programming language is, for example, Pascal (Free Pascal), then you should not try to "squeeze" all possible results: graphics, network programming, etc. It is quite possible to include individual topics in course projects [24].

It is clear that for a student programming is not the process of creating software, but only the fulfillment of the teacher's tasks. Here is an approach for students beginning to program:

a. The program is written in a simple text editor.
b. Compiled or interpreted directly using operating system commands.
c. Testing of written programs is carried out directly in the operating system (normal terminal or terminal in Meadnight Commander). The program receives input data in the input stream or as command line parameters.

Students will instantly grasp the essence of this technology, regardless of their initial training. In addition, understanding the structure of the file system is not at all superfluous for future professionals in the field of information technologies.

3.4 Paradigms in software development

Regarding the problem of teaching programming, one cannot ignore an issue as important as programming paradigms. When teaching programming, it is not necessary to start from the historical stages of programming development. When teaching, it is convenient to distinguish three main paradigms: procedural programming, modular programming, object-oriented programming. It is not necessary to pay special attention to other paradigms: functional programming, declarative programming, structured programming, etc. in the teaching process. The only thing here, in our opinion, important from the point of view of increasing the effectiveness of teaching is the sequence of presentation of the material [25]. Naturally, starting with an object-oriented approach would not be the right solution. The sequence presented above is precisely the most optimal, since the indicated paradigms are included in the following as subsets.

3.5 Teacher and student team

The teacher and the student are a key construct in the entire higher education system. The interaction in this "couple" has been changing very rapidly lately. But we will not address the educational process at all. We will only point out what is directly related to teaching software development.

In the field of programming, the following interesting phenomenon draws special attention. Some students in groups are significantly separated from the general mass, even if the majority of the group successfully masters the materials of the discipline. How to respond to this phenomenon: transfer particularly successful students to individual programs, use them as teaching assistants, or some other option? We don't know the answer to this question. However, this phenomenon exists and undoubtedly affects the entire teaching process.

One of the important innovations, which is already used in many universities, is the transition to automatic verification in terms of solving programming problems. There is suitable software for this. Of course, not all programs are suitable for automatic verification. But it makes sense to try programs to practice basic programming skills, including the important part of algorithmic thinking. To do this, the tasks themselves must be formulated
in a certain way, according to the principle: input - output information flow. What can be achieved with this approach?

1. It frees the teacher from the need to arduously review students' programs to pay more attention to individual work, preparation of educational materials, etc.
2. Teach students to write programs that exactly satisfy the given conditions.
3. Break the chain of dependence of the teacher and the student on each other in terms of checking most of the tasks.

4 Conclusions

We examine several problems associated with teaching programming in higher education:

1. The development of algorithmic thinking is fundamental to software construction and the code debugging process.
2. The gap between the programming process and the understanding of how to solve requirements through code (programming language).
3. Groups of students with heterogeneous technical skills make the learning process difficult.
4. Understanding of the subject area.

Elements of teaching were identified whose improvement could improve the quality of teaching:

1. Appropriately select the development environment and programming language according to the technical level of the students so that the tools in the environment serve to support the learning process.
2. Motivation is a determining factor when acquiring knowledge, which is why emphasis must be placed on the types of motivation and ways to influence them within the technical approach.
3. The interaction between teacher and student is essential for the educational environment to strengthen the technical skills required for software development.
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